AI-ASSISTED CODING

ASSIGNMENT-13.3

Code Refactoring: Improving Legacy Code with AI  
Suggestions

**NAME: ADEPU GOUTHAM SRI BHARGAV**

**HALL-TICKET: 2403A510C4**

**BATCH NO: 05**

**TASK-1**:

**Provide AI with the following redundant code and ask it to refactor Python Code:**

def calculate\_area(shape, x, y=0):  
if shape == "rectangle":  
return x \* y  
elif shape == "square":  
return x \* x  
elif shape == "circle":  
return 3.14 \* x \* x

**Prompt:**

**Refactor the following redundant code into a cleaner, modular version using dictionary-based dispatch or separate functions:**

def calculate\_area(shape, x, y=0):

if shape == "rectangle":

return x \* y

elif shape == "square":

return x \* x

elif shape == "circle":

return 3.14 \* x \* x

**CODE GENERATED:**

# Refactored Code

def rectangle(x, y):

    return x \* y

def square(x):

    return x \* x

def circle(x):

    return 3.14 \* x \* x

area\_dispatch = {

    "rectangle": lambda x, y: rectangle(x, y),

    "square": lambda x, y=0: square(x),

    "circle": lambda x, y=0: circle(x)

}

def calculate\_area(shape, x, y=0):

    return area\_dispatch[shape](x, y)

"""

Program to calculate the area of different shapes

using dictionary-based function dispatch.

"""

# Shape-specific functions

def rectangle(x, y):

    """Return area of a rectangle."""

    return x \* y

def square(x):

    """Return area of a square."""

    return x \* x

def circle(x):

    """Return area of a circle."""

    return 3.14 \* x \* x

# Dictionary dispatch for cleaner design

area\_dispatch = {

    "rectangle": lambda x, y: rectangle(x, y),

    "square": lambda x, y=0: square(x),

    "circle": lambda x, y=0: circle(x)

}

def calculate\_area(shape, x, y=0):

    """

    Calculate area based on shape type.

    Uses dictionary-based dispatch to call appropriate function.

    """

    if shape not in area\_dispatch:

        raise ValueError(f"Shape '{shape}' is not supported")

    return area\_dispatch[shape](x, y)

# ---- Test Cases ----

if \_\_name\_\_ == "\_\_main\_\_":

    print("Rectangle (10 x 5):", calculate\_area("rectangle", 10, 5))

    print("Square (side 7):", calculate\_area("square", 7))

    print("Circle (radius 3):", calculate\_area("circle", 3))

    # Additional tests

    print("Rectangle (4 x 6):", calculate\_area("rectangle", 4, 6))

    print("Square (side 12):", calculate\_area("square", 12))

    print("Circle (radius 10):", calculate\_area("circle", 10))

**OUTPUT:**

**![A black screen with white numbers and symbols

AI-generated content may be incorrect.](data:image/png;base64,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)**

**OBSERVATION :**

The given code was refactored by removing repetitive if-elif checks and replacing them with a dictionary-based dispatch. Separate functions were created for each shape, which makes the code modular, cleaner, and easier to extend when adding new shapes in the future.

TASK -2:

**Legacy function without proper error handling Python Code**:  
def read\_file(filename):  
f = open(filename, "r")  
data = f.read()

f.close()  
return data

PROMPT:

**Refactor the given legacy function to use with open() for safer file handling and add try-except for error handling:**

def read\_file(filename):

f = open(filename, "r")

data = f.read()

f.close()

return data

CODE GENERATED:

"""

Refactored file reader function with proper error handling.

"""

# Refactored Code

def read\_file(filename):

    """

    Safely reads the content of a file.

    Uses 'with open()' for automatic file closing

    and try-except for error handling.

    """

    try:

        with open(filename, "r") as f:

            return f.read()

    except FileNotFoundError:

        return f"Error: The file '{filename}' was not found."

    except Exception as e:

        return f"An error occurred: {e}"

# ---- Test Cases ----

if \_\_name\_\_ == "\_\_main\_\_":

    # Case 1: Reading an existing file

    with open("sample.txt", "w") as f:

        f.write("Hello, this is a test file.")

    print("Test 1 (existing file):")

    print(read\_file("sample.txt"))  # Should print the file content

    # Case 2: Reading a non-existing file

    print("\nTest 2 (missing file):")

    print(read\_file("nofile.txt"))  # Should return error message

OUTPUT:  
![A black screen with white text

AI-generated content may be incorrect.](data:image/png;base64,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)

OBSERVATION:

The code was refactored by using with open() to automatically close files and by adding try-except blocks to handle errors gracefully. This makes the function safer, more reliable, and easier to maintain.

TASK – 3:

**Provide this legacy class to AI for readability and modularity improvements:  
Python Code:**  
class Student:  
def \_\_init\_\_(self, n, a, m1, m2, m3):  
self.n = n  
self.a = a  
self.m1 = m1  
self.m2 = m2  
self.m3 = m3  
def details(self):  
print("Name:", self.n, "Age:", self.a)  
def total(self):  
return self.m1+self.m2+self.m3

PROMPT:

**Refactor the given legacy Student class for better readability and modularity by improving naming, adding docstrings, and simplifying calculations.**

class Student:

def \_\_init\_\_(self, n, a, m1, m2, m3):

self.n = n

self.a = a

self.m1 = m1

self.m2 = m2

self.m3 = m3

def details(self):

print("Name:", self.n, "Age:", self.a)

def total(self):

return self.m1 + self.m2 + self.m3

CODE GENERATED:

# Refactored Student Class with Test Cases

class Student:

    """

    Represents a student with basic details and marks.

    """

    def \_\_init\_\_(self, name, age, marks):

        """

        Initialize student with name, age, and list of marks.

        """

        self.name = name

        self.age = age

        self.marks = marks

    def show\_details(self):

        """Prints student details in a readable format."""

        print(f"Name: {self.name}, Age: {self.age}")

    def total\_marks(self):

        """Returns the total marks of the student."""

        return sum(self.marks)

# ---- Test Cases ----

if \_\_name\_\_ == "\_\_main\_\_":

    # Test Case 1

    student1 = Student("Alice", 16, [85, 90, 78])

    student1.show\_details()

    print("Total Marks:", student1.total\_marks())

    print()  # Blank line for readability

    # Test Case 2

    student2 = Student("Bob", 17, [72, 88, 95])

    student2.show\_details()

    print("Total Marks:", student2.total\_marks())

OUTPUT:

![A screenshot of a computer screen

AI-generated content may be incorrect.](data:image/png;base64,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)

OBSERVATION:

The refactored code improves variable names for clarity and stores marks in a list for flexibility. It adds docstrings to explain the purpose of methods.Printing is made more readable using f-strings.

TASK – 4:

**Refactor this inefficient loop with AI help  
Python Code  
nums = [1,2,3,4,5,6,7,8,9,10]  
squares = []  
for i in nums:  
squares.append(i \* i)**

PROMPT:

**Refactor the given loop to make it more efficient and Pythonic using a list comprehension:**

nums = [1,2,3,4,5,6,7,8,9,10]

squares = []

for i in nums:

squares.append(i \* i)

CODE GENERATED:

# Refactored Code using List Comprehension

nums = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

squares = [i \* i for i in nums]

print(squares)

OUTPUT:

![](data:image/png;base64,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)

OBSERVATION:

The loop was replaced with a **list comprehension**, making the code shorter and more readable.